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Milestone 6 Progress Evaluation

1. Progress of Current Milestone:

Task Completion % | Tyler Kendall To Do

Create test cases for the 100% 100% 100% N/A
fuzzing of the /login page

Install BurpSuite 100% 100% 0% N/A

Learn BurpSuite (how to 100% 100% 100% N/A
open the site in the
burpsuite chromium
browser use the intercept
tool, use the repeater tool
to edit and send requests)

Use burp suite to fuzz the 100% 100% 100% N/A
/login page with all of the
test cases and analyze the
output searching for bugs.
Testing both the username
input field and the
password input field with
the test cases.

Document findings 100% 100% 100% N/A
professionally the same as



https://tylerdionne.github.io/ATCE-FIT/index.html

a professional fuzzing
environment

Install ZAP 100% 100% 0%

N/A

Learn how to use ZAP (load 100% 0% 100%
in target address and then
run the Spider auto
analyzer tool to generate a
report)

N/A

Analyze the ZAP report 100% 100% 100%
taking into account the
findings under the “Alerts”
tab analyzing each entry
and the severity

N/A

Overview of general web 100% 100% 100%
application security
improvements that can be
made in the main Flask
python file to create an
overall secure application
that resists common
exploits

N/A

2. Discussion of Each Completed Task:

Local Pentesting and Vulnerability Testing
1.) Test Login and Registration with BurpSuite
Launch Flask app

$ python3 app.py

Open Burp Suite — Proxy — Options — ensure intercept is on.




i o @ Burp Suite Community Edition v2024.10.3 - Temporary Project

Dashboard Target Proxy Intruder Repeater Collaborator Sequencer Decoder Comparer Logger Organizer Extensions {§} Settings

Learn
New release ready to install X

Intercept HTTP history WebSockets history Aatch and replace {§} Proxy settings

Introduces parallel cr and audit, custom actions in
@ Intercept on Burp Repeater, a BApp Store refresh, and Montoya API
enhancements

Time Type Direction Method URL
See release notes

Update on next restart Update and restart

Intercept is on

een Burp's browser and your target servers are held This enab!
analyze and modify these messages, before you forward them.

Learn more Open browser

Event log All issues @ Memory

In the burpsuite chromium browser go to:

http://127.0.0.1:5000/login



(] ([ ) Burp Suite Community Edition v2024.10.3 - Temporary Project
Dashboard Target Intruder Repeater Collaborator Sequencer Decoder Comparer Logger Organizer Extensions {§} Settings
Learn

HTTP history WebSockets history Match and replace {é} Proxy settings

@ Intercept on > Forward Request to http://127.0.0.1:5000 £ @ Open browser @ :

Time Type Direction Method URL Status code Length

11:53:17... HTTP > Request GET http://127.0.0.1::

Request Inspector

3p

Pretty Raw Hex

GET /login HTTP/1.1
Host: 127.0.0.1:5000
sec-ch-ua: "Cl_wromlum", 131", "Not_A Brand"; 4 Request query parameters
sec—ch-ua-mobile:

sec—ch-ua-platform: "mac0S"

Accept-Languag en-US,en;q=0.9 Request body parameters
Upgrade-Insecure-Requests: 1

User—Agent: Mozilla/5.0 (Windows NT 10.0; Win64; x64) AppleWebKit/537.36 (KHTML, like
Gecko) Chrome/131.0.6778.86 Safari/537.36

Accept:

text/html,application/xhtml+xml,application/xml;q=0.9,image/avif, image/webp, image/apng,*/ Request headers
q=0.8,application/signed-exchange;v=b3;q=0.7

Request attributes

Joyoadsu|

Request cookies

SOION (@)

©) {é\} < || | Search yel 0 highlights

Event log Allissues (® Memory: 121.5MB

Once loaded in, will have to hit forward to send through the GET request.

Enter dummy login credentials and click "Log in."



ATCETool Catalogs Docs  About FIT

Log In

Username

hello123

Password

essesccee

B Remember Me
Log In

Don't have an account?

In Burp, we see the POST request intercepted.

HTTP history WebSockets history Match and replace {§} Proxy settings
@ Intercept on > Forward Drop Request to http://127.0.0.1:5000 & @ Open browser

Time Type Direction Method URL Status code Length
12:28:11... HTTP > Request  POST http://127.0.0.1:5000/login

Request Inspector
Pretty Raw Hex

POST /login HTTP/1.1 Request attributes

Host: 127.0.0.1:5000

Content-Length: 36 Request query parameters
Cache-Control: max—age=0

sec—ch-ua: "Chromium";v="131", "Not_A Brand";v="24"

sec—-ch-ua-mobile: ?70 Request body parameters
sec—ch-ua-platform: "mac0S"

Accept-Language: en-US,en;q=0.9

Origin: http://127.0.0.1:5000

Content-Type: application/x-www—form-urlencoded
Upgrade-Insecure-Requests: 1 Request headers
User-Agent: Mozilla/5.0 (Windows NT 10.0; Win64; x64) AppleWebKit/537.36 (KHTML, like

Jojoadsu|

Request cookies

SeloN @

@{é} & ||| | Search bel 0 highlights

Forward the request and go to HTTP history — Right Click — Send to Repeater




Then in the Repeater try to change the username, password field, remove the CSRF token and

see how the app responds to incorrect data.

Dashboard Target

Request

Pretty Raw Hex
POST /login HTTP/1.1

2 Host: 127.0.0.1 0

3 Content-Length: 36
Cache-Control: max-age=0

5 sec-ch-ua: "Chromiun
sec-ch-ua-mobile: 70
sec-ch-ua-platfor
Accept-Language

9 Origin: http://
Content-Type: application/x
Upgrade-Insecure-Requests
) User-Agent: illa/5.0 (

6 (KHTML, 1

13 Accept:

Intruder Repeater Collaborator

Response

“Not_A Brand'

orm-urlencoded

NT 10.0; Win64; x64)
Gecko) Chrome/131.0.6

text/html,app tion/xhtml+xml,application/xml;q=0.9, inage/a

apng, */

rigin

5 Sec-Fetch-Mod avigate
Sec-Fetch-User:

*; ,application/signed-exchan

.1:5000/
) Accept-Encoding 4 deflat
ki

Connectiol

0 highlights

Organizer n Learn {8} Settings

o

Target: hitp//127.0.0.1:5000 /°  HTTP/1 ()

Inspector mom TS

3p

tiributes 2

POLELET]

st query paramef

y parameters

SSION @

In order to properly fuzz login inputs the test cases should demonstrate testing of 1.) Input
validation 2.) Error handling 3.) Security misconfigurations 4.) Edge cases

Test Cases for Fuzzing



Purpose Input
Normal test admin, user1
Long input a...a(1000+ chars)

Special characters

$$5588, <>1@#$%"&*()

SQL Injection

'OR 1=1--, admin'--

NoSQL Injection

{"$ne": null}

XSS Injection

<script>alert(1)</script>

Unicode

aA—H—

Whitespace

\tadmin\t

Path traversal

./..letc/passwd

Null byte admin%00
Quotes/brackets Rt
Empty

Command injection && /bin/sh\0;

The goal of this is to see how the app deals with incorrect/strange data.

Burp Suite /login Fuzzing Results

Input # Input Result/Output

01 (User + [ admin Normal (Login unsuccessful. Please check
Pass) username and password.)

02 (User + |aaa ... aaa (1000 a’s) Normal (Login unsuccessful. Please check
Pass) username and password.)

03 (User + | $$3$$% Normal (Login unsuccessful. Please check
Pass) username and password.)

04 (User + | <>!@#$%"&*() Normal (Login unsuccessful. Please check
Pass) username and password.)

05 (User + ['OR 1=1--, admin'-- Normal (Login unsuccessful. Please check
Pass) username and password.)




06 (User + | {"$ne": null} Normal (Login unsuccessful. Please check
Pass) username and password.)

07 (User + | <script>alert(1)</script> | Normal (Login unsuccessful. Please check
Pass) username and password.)

08 (User + | a1—H— Normal (Login unsuccessful. Please check
Pass) username and password.)

09 (User + [ \tadmin\t Normal (Login unsuccessful. Please check
Pass) username and password.)

10 (User + | ../../letc/passwd Normal (Login unsuccessful. Please check
Pass) username and password.)

11 (User + | admin%00 Normal (Login unsuccessful. Please check
Pass) username and password.)

12 (User+ | ¥ “Please fill out this field.” displayed properly
Pass)

13 (User + | && /bin/sh\0; Normal (Login unsuccessful. Please check
Pass) username and password.)

Some images from testing

o [ ] Burp Suite Community Edition v2024.10.3 - Temporary Project

Intruder Repeater Collaborator Sequencer ecoder Comparer Logger Organizer

Target: http://127.0.0.1:5000 £°  HTTP/1

(©)

Inspector mom T -
Response

Pretty Raw Hex 3 T
1 HTTP/1.1 200 OK
2 Server: Werl g
3 Date: Thu,
Content-Type:
5 Content-Length

Joyedsu]  gp

origin
5 Sec-Fetch-Mode: navigate session=; Expires=Thu, 01 Jan 1970 00:00:00 GMT;
6 Sec-Fetch-Use ? Max-Age=0; HttpOnly; Path=/

Sec-Fetch-Des L 8 Connection: close

seloN @

Request headers

<head> Response headers

meta charse

Pl 0 highlights Sy h o) 0 highlights

Event log All issues



[ BON ] Burp S

uite Community Edi

Request Response

Pretty Raw H

1 POST /login HTTP/1.1 1
Host: 127.0.0.1:5000
Content-Lengt
Cache-Contro
sec-ch-ua: "Chrom ;v="131", "Not_A Bran
sec-ch-ua-mobile: 70
sec-ch-ua-platform: "mac0S"
Accept-Language
Origin: http .
Content-Type: applicat rlencod
Upgrade-Insecure-Requests: 1
User-Agent: Mozilla/5.0 (Windows NT 10.0; Win64;
AppleWebKit/537.36 (KHTV like G 0) Chrome/1
Safari/53

html+xml,a
;q=0.8,application/signed-exchan

Sec—Fetch-Mod:

Sec-Fetch-Use

Sec-Fetch-Dest:

Referer: http 0.1:5000/1
Accept-Encoding: i deflate,
C ctio

username={"$ne": null}fx()&password=hello1234

The final results from the burpsuite driven fuzzing of the /login page show the application

Pretty E Hex Render
HTTP/1.1 200 OK
Server: Werkzeug/3.1.3 Python/3
Date: Thu, 17 Apr 2025 18:47:45
Content-Type: text/html; cha
Content-Length: 2366
Vary: kie

Set-Cookie: session=; Expires=Thu, @1 Jan 1970 00:00:00 GMT;

HttpOnly; Path=/

<!DOCTYPE htm
itml lang="en"
<head>
<meta charse "UTF-
<meta nam v ort"
1.0">

ion v2024.10.3 -

Temporary Project

12.6
GMT
utf-8

content:

Target: http://127.0.

Inspector

attributes

query param

tbody parame

t cook

ad

headers

behaves normally when given incorrect, strange, and purposefully malicious data.

2.) Test for Common Web Vulnerabilities with OWASP ZAP

Run ZAP
Start a new session
Set Flask web app as the target

http://127.0.0.1:5000

Joyoadsu|

SoloN (B




Untitled Session - ZAP 2.16.1

StandardMode V|1 E W @ @R 2 HEE 8 E0E@E & 8 7@ ¥E -me 1€e
@ Sites + ; 4" Quick Start * = Request 4= Response [ Requester ==
@eoEE
5 Contexs < Automated Scan ZAP.,
[Z] Default Context Checkmarx
® This screen allows you to launch an automated scan against an application - just enter its URL below and press 'Attack’.
Please be aware that you should only attack applications that you have been specifically been given permission to test.
URL to attack: http://127.0.0.1:5000 v @ Select...
Use traditional spider:
Use ajax spider: If Modern ~ with | Firefox v
4 Attack Stop
Progress: Not started
4 History S Search [WAlerts | |Output <=
@ @ | Filter: OFF & Export <
1D Source Req. Timestamp Method URL Code Reason  RTT Size Resp. Body Highest Alert Note Tags £

Alerts MO0 [0 10 [¥0 Main Proxy: localhost:8093

During scanning

Current Status 40 &0 2 0

@0 /40 %0 0 @0 #0 @0

eo0e0 Untitled Session - ZAP 2.16.1 l
StandardMode v B H B B @ @O0 B D00 DEd VO %momolee I
@ Sites = ; 4 Quick Start #* = Request  ¢=Response ' Requester =
eEs A
5 canes < Automated Scan ZAP.
(2] Default Context Checkmarx
@ This screen allows you to launch an automated scan against an application - just enter its URL below and press 'Attack’.
Please be aware that you should only attack applications that you have been specifically been given permission to test.
URL to attack: http://127.0.0.1:5000 v | @ Select...
Use traditional spider:
Use ajax spider: If Modern ~  with  Firefox v
Attack [ Stop
Progress: Actively scanning (attacking) the URLs discovered by the spider(s)
= History  © Search [ Alerts | Output %% Spider % AJAX Spider ) Active Scan &* &
[ ) NewScan Progress: O: http://127.0.0.1:5000 ~ [ [] = N 39% Current Scans: 1 Num Requests: 712 New Alerts:0 & Export o)

Sent Messages  Filtered Messages

ID Req. Timestamp
1,053 4/17/25, 7:18:29 PM
1,054 4/17/25, 7:18:31 PM
1,055 4/17/25, 7:18:31 PM
1,056 4/17/25, 7:18:32 PM
1,057 4/17/25, 7:18:33 PM
1,058 4/17/25, 7:18:33 PM 4/17/25, 7:18:33 PM
1,059 4/17/25, 7:18:36 PM 4/17/25, 7:18:36 PM

Resp. Timestamp
4/17/25, 7:18:29 PM
4/17/25, 7:18:31 PM
4/17/25, 7:18:31 PM
4/17/25,7:18:32 PM
4/17/25, 7:18:33 PM

Method URL Code Reason RTT
CET http://127.0.0.1:5000/static/images/logo.svg 200 OK 13 ms
CET https://fonts.gstatic.com/s/opensans/v40/mem... 200 OK 148 ms
GET https://fonts.gstatic.com/s/merriweather/v31/u... 200 OK 155 ms
CET https://fonts.gstatic.com/s/opensans /v40/mem... 200 OK 49 ms
POST http://r10.0.lencr.org/ 200 OK 144 ms
POST http://r10.0.lencr.org/ 200 OK 150 ms
GET http://127.0.0.1:5000/static/css/docs.css?name... 200 OK 19 ms

Alerts 10 (U3 |13 [ 4 Main Proxy: localhost:8093

Current Status 43 0 &0

Size Resp. Header Size Resp. Body &

375 bytes 14,435 bytes

817 bytes 43,068 bytes

817 bytes 97,608 bytes

817 bytes 43,068 bytes

385 bytes 504 bytes

385 bytes 504 bytes

372 bytes 1,414 bytes <

21 @0 0 0 %0 @0 #0 ®0



es0 Untitled Session - ZAP 2.16.1 I

StandardMode v|[] B H W 5 @ % 1200 oE & 8 VO @ -melee
@ Sites + ; " Quick Start #*  =» Request  ¢= Response 7 Requester 4=
eIl
5 Ganens < Automated Scan ZAP.
[£] Default Context Checkmarx
@ This screen allows you to launch an automated scan against an application - just enter its URL below and press 'Attack’.
Please be aware that you should only attack applications that you have been specifically been given permission to test.
URL to attack: http://127.0.0.1:5000 v | @ Select...
Use traditional spider: [/]
Use ajax spider: If Modern ~  with  Firefox v
5 Attack
Progress: Manually stopped
™ History < Search [ Alerts & Output 3 Spider 3 AJAX Spider ==
@e /¢ Full details of any selected alert will be displayed here.
Alerts (10) You can manually add alerts by right clicking on the relevant line in the history and selecting 'Add alert'.
|4 Absence of Anti-CSRF Tokens (4)
¥ Content Security Policy (CSP) Header Not Set (11) You can also edit existing alerts by double clicking on them.
|8 Missing Anti-clickjacking Header (8)
|- Cookie without SameSite Attribute (4)
|1 Server Leaks Version Information via "Server” HTTP Reg
-1 X-Content-Type-Options Header Missing (23)
"l Authentication Request Identified
" Modern Web Application (6)
[l Session Management Response Identified (17)
|"U User Controllable HTML Element Attribute (Potential X!
<
Alerts B0 U3 (13 N4 Main Proxv: localhost:8003 Current Status £50 &0 A 0 @0 0 %0 %0 @0 0 @0

Once the scan completes we see a summary of the issues found by ZAP.

We see several areas of our web application that have issues. The color of the flag signifies the
severity of the issue if present. From this report we see that the “Absence of Anti-CSRF Tokens”
is placed at the top of the list signifying that this is the most severe issue found.

CSREF stands for Cross-Site Request Forgery and basically is a type of attack where a malicious
website tricks a user's browser into making an unwanted request to another site where that user
is authenticated. An example is you are logged into your bank at bank.com and while you're
logged in you go to a malicious website that has a hidden form that essentially sends a post
request to bank.com and since you are logged in your browser includes the session cookie in
the request that is in the malicious form.

3.) General web application security improvements

Input validation

def sanitize_input(user_input):
# take out special characters and limit input length
return ".join(char for char in user_input if char.isalnum() or char.isspace())[:50]

Input validation is important in any web application that accepts user input. This is due to the
fact that many security risks appear as soon as an application allows a user to provide input.
This shows the reason why user input needs to be treated carefully and sanitized/validated to
be sure the input will not cause any unexpected behavior in the application. The key idea is that
a function strips out dangerous characters like ;, ', <, >, and & that can be used to inject



malicious code or commands. This security improvement protects against injection attacks such
as SQL Injection, Command Injection, and Cross-site Scripting (XSS).

CSRF Protection

from flask_wtf.csrf import CSRFProtect

csrf = CSRFProtect(app)
app.config['SECRET_KEY'] = 'your-secret-key'

CSREF protection makes sure that only requests with a valid CSRF token which are included in
legit form submissions are accepted by the server. This works by Flask-WTF inserting hidden
tokens into forms and the server checks that token upon submission.

Rate Limiting

from flask_limiter import Limiter
from flask_limiter.util import get_remote_address

limiter = Limiter(
app,
key func=get remote_address,
default_limits=["200 per day", "50 per hour"]
)

This protects against brute force attacks and denial of service by limiting how many times a
client can send a request. It stops attackers from spamming endpoints like login forms or
resource intensive APIs. It works by using the get_remote_address() function to track the user’s
IP address and then the limiter enforces a rule like no more than 50 requests per hour.

Security Header

@app.after_request

def add_security _headers(response):
response.headers['X-Content-Type-Options'] = 'nosniff'
response.headers['X-Frame-Options'] = 'DENY'
response.headers['X-XSS-Protection'] = '1; mode=block'
return response

These headers help prevent attacks like content sniffing, reflected xss in old browsers and
clickjacking by using these headers to tell the browser to behave more securely. These headers
ultimately help reduce the risk of common client side exploits.

X-Content-Type-Options: nosniff tells browsers not to guess the content type and stops it from
executing a script disguised as a file.




X-Frame-Options: Deny blocks the site from being embedded in a iframe which stops
clickjacking which is when users get tricked into clicking buttons.X-XSS-Protection: 1;
mode=block enables XSS protection in older browsers and if XSS gets detected the page wont
load.

3. Team Member Contribution of Milestone 6:

Tyler Dionne - Create test cases for the fuzzing of the /login page, Install BurpSuite, Overview of
general web application security improvements that can be made in the main Flask python file
to create an overall secure application that resists common exploits, Analyze the ZAP report
taking into account the findings under the “Alerts” tab analyzing each entry and the severity,
Install ZAP, Document findings professionally the same as a professional fuzzing environment

Kendall Kelly - Create test cases to fuzz the /login page. Become more familiar with BurpSuite
and how to use its features. Use BurpSuite to fuzz the /login page with all of the test cases and
find any bugs. Test both username and password input fields using the test cases, then
document findings. Become more familiar with ZAP and how to use it. After getting the ZAP
report, look at the “Alerts” tab and analyze each entry. Create an overview of the security
improvements that could be made to make a more secure application.

4. Lessons Learned

From this project many lessons have been learned about web applications, the Flask web
framework, the python programming language, html/css/javascript and how they work together
to create websites with dynamic content/forms/tools, how to pentest/fuzz a web application with
a user form such as a login page, how to create a full stack web application that allows the user
to make an account and log in, how to create dynamically displayed content in html pages, how
to use jinja2 templating to turn a website from a static website hosted on github into a
standalone full stack web application, how to run Flask web applications locally, how to work
with a database and integrate it within a main Flask file, how to use burpsuite to intercept
requests with interceptor tool and send requests with the repeater tool, how to use OWASP ZAP
to perform auto scans that generate reports that can be used to find vulnerabilities/weak spots
in a website, how to create a website with a protected tool that can only be accessed by
members with an account, how to use javascript inside of html to import libraries and read data
from a pdf file.

Overall the lesson learned is that web application development and web application security are
complex subjects with endless material, tools and methods used to create full stack web
applications. Web application development is not a straightforward task and it is not something
that has a clear path from start to finish. With different applications come different use cases
and needs whether it be security or the way the Ul is designed and therefore web application
development is never straightforward.

5. Date(s) of meeting(s) with Client during the current milestone:



e Once a week every two weeks

6. Client feedback on the current milestone:
e See Faculty Advisor Feedback below

7. Date(s) of meeting(s) with Faculty Advisor during the current milestone:
e Once a week every two weeks

8. Faculty Advisor feedback on each task for the current Milestone:
Faculty Advisor Signature: Date:

Evaluation by Faculty Advisor

Faculty Advisor: detach and return this page to Dr. Chan (HC 209) or email the scores to
pkc@cs.fit.edu

Score (0-10) for each member: circle a score (or circle two adjacent scores for .25 or write down
a real number between 0 and 10)

Tyler 0112 |3 4 5 55 |6 65 |7 75 |8 85 |9 9.5 (10
Dionne

Kendall |01 |2 |3 4 |5 |55 |6 |65 |7 |75 |8 |85 |9 |95 |10
Kelly

Faculty Advisor Signature: Date:




